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**Part I Embedded System Design Theory**

1. Describe the application areas of the real time operating system (RTOS)

Real-Time Operating Systems (RTOS) have a widespread impact across critical industries due to their ability to ensure precise timing, reliability, and deterministic behavior. RTOS finds application in various sectors, including automotive systems for controlling engines, brakes, and driver-assistance features; industrial automation for managing manufacturing processes and robotics; aerospace and defense for avionics and military systems; medical devices for patient monitoring and diagnostics; and telecommunications for network management and data communication. Additionally, RTOS is vital in consumer electronics, IoT devices, energy management, railway systems, financial trading, and entertainment systems. Its versatility allows it to cater to real-time requirements in these domains, guaranteeing safety, efficiency, and responsiveness.

RTOS, in essence, serves as the foundation for designing embedded systems across industries, allowing for flawless synchronization, task prioritization, and inter-task communication. This technology enables applications as diverse as autonomous vehicles, medical devices, communication networks, and gaming consoles, greatly contributing to the evolution and dependability of modern technology solutions.

1. Explain why the middleware is needed and where.

Middleware is a crucial abstraction layer in embedded system design, serving as a bridge between hardware and application software. Its significance lies in its ability to enhance communication and interaction among different applications within an embedded device. Positioned above the operating system kernel or device drivers, middleware offers standardized communication protocols, security mechanisms, real-time support, and user interface development tools. It finds application in various scenarios, including interoperability with diverse systems, networking, real-time scheduling, security enforcement, and user interface creation. Additionally, middleware streamlines application complexity and aids in device management and scalability, ensuring efficient development and operation of embedded systems.

In short, the aim of middleware in embedded systems is to simplify and optimize interactions by providing features such as connectivity, security, and real-time responsiveness. Its strategic placement and multiple features make it an essential component in a variety of fields, allowing embedded devices to communicate, interface with users, and easily integrate into larger networks or ecosystems.

1. Describe each component’s function of any operating system.

I chose to discuss the components and functions in FreeRTOS, which is a widely used real-time operating system in embedded systems: FreeRTOS offers a comprehensive set of components that together form a robust real-time operating system for embedded systems. Its task management, scheduler, synchronization mechanisms, memory management, and various other features enable developers to build responsive and reliable applications that meet real-time requirements

See below for FreeRTOS Components and their Functions:

**Task Management:**

FreeRTOS provides a task management mechanism that allows you to create multiple tasks, each with its own execution context. Tasks can run concurrently and have their own priorities, ensuring that higher-priority tasks preempt lower-priority ones. The task management component includes functions for task creation, deletion, suspension, resumption, and priority control.

**Scheduler:**

The scheduler in FreeRTOS is responsible for task scheduling and switching. It determines which task should run based on their priorities and scheduling algorithms (such as preemptive or cooperative). Context switching between tasks is managed by the scheduler to ensure efficient execution.

**Synchronization and Communication:**

FreeRTOS provides synchronization mechanisms for tasks to coordinate and communicate effectively. This includes functions for using semaphores, mutexes, and event flags to manage access to shared resources and prevent data conflicts. Additionally, message queues and task notifications allow tasks to exchange information.

**Memory Management:**

FreeRTOS offers memory management capabilities tailored to the needs of embedded systems. Dynamic memory allocation and deallocation functions are provided, allowing tasks to request memory resources from the FreeRTOS heap.

**Time Management and Timers:**

The time management component includes functions to manage delays, timeouts, and timers. Tasks can be made to wait for a specific amount of time, and software timers can be created to execute functions periodically or after a certain interval.

**Interrupt Service Routines (ISRs) Handling:**

FreeRTOS provides interrupt-safe mechanisms to handle ISRs. The ISR handling component allows you to notify tasks from ISRs using task notifications, ensuring that time-critical operations can be efficiently managed.

**Event Groups:**

Event groups allow tasks to wait for combinations of events to occur before proceeding. This component provides functions to set, clear, wait for, and query event group states, enabling efficient synchronization between tasks.

**Queue and Stream Buffers:**

FreeRTOS offers queue and stream buffer functionalities that enable tasks to communicate and share data in a thread-safe manner. These components allow tasks to send and receive messages or data streams efficiently.

**Tick and Tickless Idle:**

FreeRTOS uses a tick interrupt to keep track of time and schedule tasks. The tickless idle feature reduces power consumption by allowing the processor to enter low-power modes when there are no tasks to run. It wakes up the processor only when necessary.

**Portability and Hardware Abstraction Layer (HAL):**

FreeRTOS provides a hardware abstraction layer that allows the operating system to be easily ported to different hardware platforms. The HAL includes platform-specific functions that interface with hardware components like timers, interrupts, and context switching.

1. What general functions are there in any of device drivers, including the description for each?

Device drivers encompass a range of general functions that enable the interaction between hardware components and an operating system. These functions ensure proper hardware initialization, control, and communication. Here are the key general functions found in device drivers, along with their descriptions:

**Hardware Initialization:**

The hardware initialization function sets up the hardware device when it's powered on or reset. It configures the device to a known state, initializes registers, and prepares it for operation.

**Hardware Shutdown:**

The hardware shutdown function is responsible for properly shutting down the hardware device when the system is powered off or reset. It ensures that the device enters a power-off state and is ready for the next power-on cycle.

**Hardware Enable and Disable:**

Hardware enable and disable functions provide the ability to activate or deactivate the hardware device on-the-fly. This allows software components to control the device's operational status dynamically.

**Exclusive Access (Acquire and Release):**

The exclusive access functions ensure that only one process or software component can have access to the hardware device at a given time. The acquire function locks the hardware for exclusive use, and the release function unlocks it once the operation is complete.

**Data Read and Write:**

Data read and write functions facilitate the transfer of data between the hardware device and the operating system or application. The read function retrieves data from the device, while the write function sends data to the device.

**Hardware Install and Uninstall:**

The hardware install function allows for the dynamic installation of new hardware devices while the system is running. Conversely, the uninstall function facilitates the removal of installed hardware components without requiring a system restart.

**Configuration and Control:**

Configuration and control functions allow software components to modify the behavior of the hardware device. This includes setting parameters, adjusting settings, and configuring operational modes.

**Interrupt Handling:**

Device drivers often need to handle interrupts generated by hardware events. Interrupt handling functions manage the response to these interrupts, ensuring proper synchronization and execution of corresponding tasks.

**Error Handling and Reporting:**

The error handling functions detect and manage errors that may occur during hardware operation. They report errors to the operating system or application and take appropriate actions to recover or handle the situation.

**Resource Management:**

Resource management functions allocate and manage resources, such as memory or I/O channels, required for the operation of the hardware device. They ensure efficient utilization of available resources.

**Part II Python Programming**

1. Write a function as a decorator of other function calls for the following operations.

***def******trc1(g):***

*""" YOUR SOURCE CODE HRER """*

***@trc1***

***def sqr(x):***

*return x\*x*

***@trc1***

***def sum\_sqr(n):***

*""" YOUR SOURCE CODE HRER """*

*>>> sqr(3)*

***Calling*** *<function* ***sqr*** *at 0x7f73e7ce8620> on argument* ***3***

***9 # 9 = 3^2***

*>>> sum\_sqr(3)*

***Calling*** *<function* ***sum\_sqr*** *at 0x7f73e7c410d0> on argument* ***3***

***Calling*** *<function* ***sqr*** *at 0x7f73e7c41158> on argument* ***1***

***Calling*** *<function* ***sqr*** *at 0x7f73e7c41158> on argument* ***2***

***Calling*** *<function* ***sqr*** *at 0x7f73e7c41158> on argument* ***3***

***14 # 14 = 1^2 + 2^2 + 3^2***

*Hint: sqr(3) with a decorator @trc1 will be coming trc1(sqr)(3), likewise sum\_sqr(3) should be trc1(sum\_sqr)(3)*

***Program***

def trc1(g):

def wrapper(arg):

fun = g(arg)

print(fun)

return wrapper

return wrapper

@trc1

def sqr(x):

return x\*x

sqr(3)

@trc1

def sum\_sqr(n):

res = 0

for i in range(1, n+1):

res += i\*i

return res

sum\_sqr(3)

**Running result**
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1. Generate a function to implement the following operations.

***def*** ***verify\_add(m, ls):***

*"""Returns True if addition of any two different elements in ls is m.*

*>>> verify\_add (100, [1, 2, 3, 4, 5])*

*False*

*>>> verify\_add (7, [1, 2, 3, 4, 2])*

*True # 7 = 3 +4*

*>>> verify\_add (10, [5, 5])*

*False*

*>>> verify\_add (151, range(0, 200000, 3))*

*False*

*>>>verify\_add(50004, range(0, 200000, 4))*

*True # 50004 = 50000 + 4*

*"""*

*""" YOUR SOURCE CODE HRER """*

**Program**

def verify\_add(m, ls):

unique\_elements = set(ls)

for num in unique\_elements:

complement = m - num

if complement != num and complement in unique\_elements:

return True

return False

def main():

test\_cases = [

(100, [1, 2, 3, 4, 5]),

(7, [1, 2, 3, 4, 2]),

(10, [5, 5]),

(151, range(0, 200000, 3)),

(50004, range(0, 200000, 4))

]

for m, ls in test\_cases:

result = verify\_add(m, ls)

print(result)

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Running result**
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1. Write a function to implement deep-reverse for taking a (possibly deep) tuple argument and reverses it including deep tuple element.

***def deep\_rvrs(tup):***

*"""Reverses tuple with possible tuple elements*

*>>> a = (11, 12, 13, 14)*

*>>> deep\_rvrs (a)*

*(14, 13, 12, 11)*

*>>>tpl = (11, (12, (13,113), 14), 15)*

*>>> deep\_rvrs (tpl)*

*(15, (14, (113, 13), 12), 11))*

*"""*

*""" YOUR SOURCE CODE HRER """*

***Program***

*def deep\_rvrs(tup):*

*if isinstance(tup, tuple):*

*new\_tup = tuple(deep\_rvrs(item) for item in reversed(tup))*

*return new\_tup*

*else:*

*return tup*

*def main():*

*test\_cases = [*

*(5, 6, 7, 8),*

*(5, (6, (7, 77), 8), 9)*

*]*

*for tpl in test\_cases:*

*result = deep\_rvrs(tpl)*

*print(result)*

*if \_\_name\_\_ == "\_\_main\_\_":*

*main()*

***Running Result***

![](data:image/png;base64,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)

1. Write a Fibonacci class to calculate next number in the ***'Fibonacci'***class by the

***'nxt'*** method. In this class, the ***'val'*** member is a ***'Fibonacci'*** number. The ***'nxt'*** method will return a ***'Fibonacci'*** object whose value is the next number in Fibonacci series.

***class*** *Fibonacci ():*

*"""A Fibonacci number.*

*>>> a = Fibonacci():*

*>>> a*

*0*

*>>> a.nxt()*

*1*

*>>> a.nxt().nxt()*

*1*

*>>> a.nxt().nxt().nxt()*

*2*

*>>> a.nxt().nxt().nxt().nxt()*

*3*

*>>> a.nxt().nxt().nxt().nxt().nxt()*

*5*

*>>> a.nxt().nxt().nxt().nxt().nxt().nxt()*

*8*

*"""*

***def*** ***\_\_init\_\_(self):***

*self.val = 0*

***def******nxt(self):***

*""" YOUR SOURCE CODE HRER """*

***def*** ***\_\_repr\_\_(self):***

*return str(self.val)*

***program***

class Fibonacci():

"""A Fibonacci number.

>>> a = Fibonacci()

>>> a

0

>>> a.nxt()

1

>>> a.nxt().nxt()

1

>>> a.nxt().nxt().nxt()

2

>>> a.nxt().nxt().nxt().nxt()

3

>>> a.nxt().nxt().nxt().nxt().nxt()

5

>>> a.nxt().nxt().nxt().nxt().nxt().nxt()

8

"""

def \_\_init\_\_(self, val=0, next\_val=1):

self.val = val

self.next\_val = next\_val

def nxt(self):

return Fibonacci(self.next\_val, self.val + self.next\_val)

def \_\_repr\_\_(self):

return str(self.val)

def main():

a = Fibonacci()

print(a)

print(a.nxt())

print(a.nxt().nxt())

print(a.nxt().nxt().nxt())

print(a.nxt().nxt().nxt().nxt())

print(a.nxt().nxt().nxt().nxt().nxt())

print(a.nxt().nxt().nxt().nxt().nxt().nxt())

if \_\_name\_\_ == "\_\_main\_\_":

main()

***Result***

![](data:image/png;base64,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)

*Hint: A new* ***'Fibonacci'*** *object is needed to create and assign****'val'*** *and****'pre'*** *members within****'nxt'*** *method.*

1. Create a class *'****Student'*** first and construct objects with student ***'name'*** and ***'number'*** of course(s) she/he is taking in the current semester. The following operations can be allowed by using magic methods (*'dunder'* method), such as ***\_\_add\_\_(), \_\_str\_\_(), \_\_repr\_\_(), \_\_lt\_\_(), \_\_eq\_\_(), \_\_ne\_\_(), and \_\_gt\_\_()*.**

***class*** *Student():*

*"""*

*>>> a= Student ('Peter', 3)*

*>>> b= Student ('Mike', 4)*

*>>> c= Student ('John', 5)*

*>>> d= Student ('Kelvin', 3)*

*>>> a+b+d*

*10*

*>>> a!=d*

*False*

*>>> b<c*

*True*

*"""*

**Program**

class Student:

def \_\_init\_\_(self, name, num\_courses):

self.name = name

self.num\_courses = num\_courses

def \_\_add\_\_(self, other):

if isinstance(other, Student):

total\_courses = self.num\_courses + other.num\_courses

return Student(f"{self.name} + {other.name}", total\_courses)

else:

raise TypeError("Unsupported operand type(s) for +")

def \_\_str\_\_(self):

return f"{self.name} is taking {self.num\_courses} course(s)"

def \_\_repr\_\_(self):

return f"Student('{self.name}', {self.num\_courses})"

def \_\_lt\_\_(self, other):

return self.num\_courses < other.num\_courses

def \_\_eq\_\_(self, other):

return self.num\_courses == other.num\_courses

def \_\_ne\_\_(self, other):

return self.num\_courses != other.num\_courses

def \_\_gt\_\_(self, other):

return self.num\_courses > other.num\_courses

def main():

a = Student('Peter', 3)

b = Student('Mike', 4)

c = Student('John', 5)

d = Student('Kelvin', 3)

e = Student ('Divine', 5)

result = a + b + d

print(result)

print(a != d)

print(b < c)

print(e > d)

if \_\_name\_\_ == "\_\_main\_\_":

main()

Running result
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